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Abstract 

Computer science (CS) has become a critical part of K–12 education worldwide. Computational thinking (CT) skills 

are a key set of competencies in CS education that can solve problems and use computational design to create useful 

solutions. However, preservice and in-service teachers are not fully prepared to integrate CS and CT into their 

curricula. Furthermore, there are limited special topic courses and educational research on how to facilitate in-service 

teachers’ professional learning of CS and CT, as well as their content-specific integration. Therefore, this study 

investigated in-service teachers’ perceptions and development of CT skills in an online graduate emerging 

technologies course. Theoretically framed by the four cornerstones of CT (i.e., abstraction, algorithms, decomposition, 

and pattern recognition), participants perceived that they increased their CT problem-solving and creativity skills but 

decreased their collaborative learning and critical thinking skills. Additionally, teachers increased their CT test scores 

after taking the course. Most teachers used CT terminology correctly (i.e., algorithms and decomposition). However, 

only 59% correctly described abstraction and pattern recognition, while most teachers did not mention debugging. 

The authors call on teacher educators to address in-service teachers’ CS knowledge gaps, increase their CT skills, and 

select appropriate strategies for CT professional learning. 
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1. Introduction 

Computational Thinking (CT) skills are a key set of competencies that combine problem-solving and computational 

design to create useful solutions (Grover & Pea, 2018). Students and teachers with CT skills can collect and analyze 

data, decompose problems, recognize patterns, and filter out variables to find novel and elegant solutions. CT helps 

people to think like computer scientists and transform complex problems into ones that can be easily understood across 

a wide range of subjects. In combination, CT and coding have immense potential to transform K–12 education by 

integrating core computational concepts and principles across the curriculum. 

In recent years, movements at the national and state levels in the U.S. have aimed to introduce students to computer 

science (CS) education by establishing frameworks, standards, and curricula with the goal of expanding CS 

opportunities to all. Nationally, this push includes the development of the K–12 Computer Science Framework (2016), 

which highlights CT as one of four significant themes that are interwoven throughout. This framework aligns with the 

International Society for Technology in Education (ISTE) Standards for Educators and Students by sharing the vision 

that CT is important for all teachers and students (ISTE, 2016a, 2016b). Based on these efforts, the Computer Science 

Teachers Association (CSTA) has proposed a comprehensive set of K–12 standards in collaboration with multiple 

national and international associations to guide how CS education is implemented in practice (CSTA, 2017). Similarly, 

many countries have incorporated CS education into their curriculum (Dufva & Dufva, 2016). 
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Due to these collective endeavors, CSforALL movements have been fruitful in the U.S. According to the 2022 State 

of Computer Science Education report, 37 states have adopted at least five of nine recommended policies to make CS 

part of the education system while 27 states require all high schools to offer at least one CS course (Code.org, CSTA, 

& ECEP Alliance, 2022). Across the U.S., 53% of public high schools (13,865) offer fundamental CS, up from 35% 

in 2018. Moreover, 76% of students attend a high school that offers a foundational CS course. All 50 states and 

Washington D.C. allow CS courses to be counted toward the graduation requirement. Furthermore, Arkansas, 

Nebraska, Nevada, South Carolina, and Tennessee require high school students to take CS courses for graduation. 

Although there are great advances in offering CS courses at the high school level, only 3.9% of middle school and 

7.3% of elementary school students from the 19 states who reported middle and elementary school data offered 

foundational CS in grades K-8, highlighting the need to integrate CS into all content areas at the K-8 level to broaden 

participation (Code.org, CSTA, & ECEP Alliance, 2022; Kennedy et al., 2021). 

Despite the growth in CS offerings, there continue to be access issues in K–12. First, access disparities persist in rural 

schools, urban schools, and schools with high percentages of economically disadvantaged students. These disparities 

also exist across gender boundaries, with fewer female students enrolled in CS courses across the elementary (49%), 

middle (44%), and high school (32%) grade bands (Code.org, CSTA, & ECEP Alliance, 2022). Furthermore, students 

from underrepresented populations, such as African American, Hispanic/Latino/Latina/Latinx, and Native 

American/Alaskan, are less likely to have CS courses offered at their schools. Compared to their white and Asian 

peers, Hispanic/Latino/Latina/Latinx high school students are 1.4 times less likely to take a CS course. Similarly, 

English language learners, students with disabilities, and economically disadvantaged students are underrepresented 

in CS courses. These data emphasize that besides learning about CS and CT, preservice and in-service teachers also 

need to proactively seek strategies to teach these underrepresented students. 

Although there are strong pleas to integrate CS and CT into all K–12 content areas (Grover & Pea, 2018; Kennedy et 

al., 2021), most teachers have not been able to achieve this goal in practice. One significant barrier causing the stagnant 

CT implementation includes a lack of preparation from teacher education programs and minimum professional 

development from schools and districts. For example, research shows that few teacher education programs provide 

CT training to preservice teachers (Yadav et al., 2017a). In addition, many K–12 in-service teachers had little 

knowledge about CT and did not know how to implement CT in their classrooms (Sands et al., 2018). In-service 

teachers also lack strategies for teaching CS and CT to underrepresented students (Gretter et al., 2019). Teachers even 

expressed that they were anxious about developing new learning resources and using novel technologies (Meerbaum-

Salant et al., 2013), especially when teaching CT concepts and computing-related subjects (Grover & Pea, 2013). All 

these shortcomings underline the need for teacher educators to provide support and professional learning to both 

preservice and in-service teachers in integrating CS and CT into their subject areas and curricula (Voogt et al., 2015; 

Yadav et al., 2017b). 

For in-service teachers, research has shown that targeted professional learning helps teachers improve their CT 

understanding and skills (Bower et al., 2017; Jaipal-Jamani & Angeli, 2017; Ketelhut et al., 2020). However, 

professional learning in literature occurred mostly in professional development programs, not courses in teacher 

education. Therefore, educational researchers need to design specific courses that facilitate teachers’ professional 

learning in CS and CT, especially for elementary and middle school in-service teachers to design content-specific 

integration (Kennedy et al., 2021). In turn, this need warrants more studies examining the effectiveness of such 

courses. There is a limited number of this type of research in literature, especially those focusing on using the creative 

coding concept (Brennan, 2015; Yurkofsky et al., 2019). Thus, this study aims to investigate in-service teachers’ 

perceptions and development of CT skills in a required emerging technologies course as part of an online instructional 

technology graduate program. The details of the design of this professional learning course and its effectiveness shed 

light on how to prepare in-service teachers to integrate CS and CT into their content areas. Moreover, the findings add 

to the literature on CT integration using the creative coding concept. Therefore, the current research intends to answer 

the following research questions: 

(1) What are in-service teachers’ perceptions about their CT skills before and after taking the graduate 

emerging technologies course? 
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(2) Is there a difference in in-service teachers’ CT test scores after taking the course? 

(3) How frequently and accurately do in-service teachers apply CT terminology in their final reports? 

2. Literature Review 

To better understand what researchers currently know about how teachers develop their CT skills, a review of the 

literature is provided below. This review includes a brief overview of the skills, practices, and pedagogy associated 

with CT, and summarizes how CT has been studied in K–12 and teacher education programs. 

2.1 Computational Thinking Skills, Practices, and Pedagogy 

Computational thinking (CT) has its origins in the 1980s, stemming from research about using personal computers 

and computing environments to support the social processes of learning while aiding in the development of higher-

order cognitive skills (Papert, 1980; Pea & Kurland, 1984; Solomon, 1988). Wing (2006) brought CT to the 

mainstream discussion with her seminal and influential Communications of the ACM article, where she argues that 

CT is not only for computer scientists but serves as a set of attitudes and skills that are universally applicable to 

everyone. In particular, CT provides its users with various mental tools to solve problems, design systems, and 

understand human behaviors using a broad range of CS concepts. 

Since the publication of Wing’s article over 15 years ago, there have been more than 31,000 publications about CT 

indexed by Google Scholar. Expanding upon Wing’s foundational definition, Barr and Stephenson (2011) provided 

educators with an operational definition, which defined CT as a problem-solving process involving the following 

steps: (a) formulating a problem in such a way that the use of computer technology can help us solve it; (b) analyzing 

data and representing that data through models or simulations; (c) identifying possible solutions to the problem posed; 

(d) generalizing this process to a wide variety of situations and issues. 

However, despite the popularity of CT within the educational research community, there is still no consensus about 

how CT should be universally defined (Cansu & Cansu, 2019; Grover & Pea, 2018). The early definitions, which 

centered around the four cornerstones of abstraction, algorithms, decomposition, and pattern recognition, have been 

expanded upon to include a wide variety of CT skills/concepts and practices. For example, Mills et al. (2021) recently 

published a report that places CT at the intersection of computing, computer science, and programming. Their report 

proposes that CT consists of a set of skills and practices that can be applied to solve problems. CT skills include 

abstraction, algorithmic thinking, debugging, decomposition, pattern recognition, and selecting tools. CT practices 

combine these skills to solve problems through the creation of computer programs (i.e., automation), data 

visualizations, or computational models. Lastly, these CT skills and practices are centered around the use of inclusive 

pedagogies which includes strategies “for engaging all learners in computing, connecting applications to students’ 

interests and experiences, and providing opportunities to acknowledge and combat biases and stereotypes within the 

computing field” (Mills et al., 2021, p. 10). 

Similarly, Yaşar et al. (2015) considered computational pedagogy an inherent outcome of computing, math, science, 

and technology integration. They firmly believe that computational modeling and simulation technology (CMST) can 

be used to improve teachers’ technological pedagogical content knowledge (TPACK) (Mishra & Koehler, 2006; Yaşar 

et al., 2015). Thus, Yaşar et al. (2015) extended TPACK into Computational Pedagogical Content Knowledge to 

highlight computational pedagogy. 

For this particular study, the researchers decided to use the operational definitions from the BBC Bitesize courses, 

which were also used as instructional materials in the course. The website defines that “computational thinking allows 

us to take a complex problem, understand what the problem is and develop possible solutions. We can then present 

these solutions in a way that a computer, a human, or both, can understand” (BBC Bitesize, n.d., What is computational 

thinking section, para. 2). Furthermore, they define the four cornerstones of CT as 

● Decomposition - Breaking down a complex problem or system into smaller, more manageable parts. 
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● Pattern recognition - Looking for similarities among and within problems. 

● Abstraction - Focusing on the important information only, ignoring irrelevant detail. 

● Algorithms - Developing a step-by-step solution to the problem, or the rules to follow to solve the problem 

(BBC Bitesize, n.d., What is computational thinking section, para. 3). 

2.2 Computational Thinking in K–12 Education 

Traditionally, CS has been introduced at the high school level, focusing on teaching the computer programming skills 

needed to pass the AP CS exam (Goode, 2008). CT breaks this mold by acknowledging that students in younger grades 

(K–3) have the cognitive capabilities to apply computational skills to relevant problems (Papdakis, 2021; 2022). These 

skills can be introduced through “unplugged” activities that do not require digital devices (Mills et al., 2021), such as 

having students give each other step-by-step instructions on how to brush their teeth (Hello Ruby, 2019). Other 

developmentally appropriate devices, such as Beebots or Codeapillar, allow students to manually program algorithms 

by giving step-by-step instructions at the push of a button (Papadakis et al., 2021). Besides these physical computing 

tools and activities, coding apps are used widely by younger learners, such as ScratchJr, Lightbot, Kodable, and Daisy 

the Dinosaur (Papdakis, 2021). In particular, Papadakis (2022) conducted a literature review on ScratchJr and found 

that it helped young learners understand CT concepts, practice coding skills, develop social-emotional skills, introduce 

students to STEM learning, especially numeracy concepts, and help them develop problem-solving strategies, 

planning methods, and thinking skills. Therefore, CT can be taught to young students and should be taught as early as 

possible (Kotsopoulos et al., 2017; Papadakis, 2021; 2022; Yadav et al., 2011). 

In upper-grade levels (4–12), students can continue to develop their CT skills through the use of block-based 

programming languages, such as Scratch, or through the exploration of devices that utilize the Blockly programming 

library (Weintrop, 2021). Some of these devices include BBC micro:bit, Circuit Playground Express, Lego 

Mindstorms, Ozobots, Raspberry Pi, and Sphero. The user-friendly nature of these block-based programming 

languages allows for an entry point to computer science not only for students but also for teachers who are learning to 

code for the first time. Kalogiannakis et al. (2021) conducted a systematic review of the use of BBC micro:bit in 

elementary schools. They found that students and teachers show a positive attitude towards the tool. Moreover, 

students believe that micro:bit encourages creativity and facilitates their learning of the conceptual and procedural 

knowledge of CT and problem-solving. However, the findings also indicate teachers’ lack of confidence in designing 

their own activities and instructions. 

There is a trend to integrate CT into K–12 content areas. For example, CT has become a core scientific practice in 

STEM (NGSS, 2013; Weintrop et al., 2016). To facilitate empirical research, Weintrop et al. (2016) proposed a 

Computational Thinking in Mathematics and Science Taxonomy with four categories to ground CT in STEM. These 

categories include (a) data practices, (b) modeling and simulation practices, (c) computational problem-solving 

practices, and (d) systems thinking practices. Furthermore, CT integration into the science classrooms is well-

researched on topics such as adding coding activities with little support for science learning (Grover et al., 2015), 

integrating CT into the science content knowledge of science textbooks (Wilkerson & Fenwick, 2017), and integrating 

computation as used by STEM professionals (Orton et al., 2016). 

Empirical research about CT integration in math is expanding as well. In a scoping review, Hicknott et al. (2017) 

found that most CT integration in K–12 mathematics classrooms mainly concentrated on teaching programming skills 

and rarely focused on mathematical concepts in probability, statistics, and measurement of functions. Likewise, 

Barcelos et al. (2018) conducted a systematic review and found 42 studies. Fourteen programming languages were 

used in 22 studies, with Scratch being the most popular one. These studies also covered a wide range of math skills 

and contents, which were developed in conjunction with CT. The researchers suggested that interest in investigating 

the relationship between CT and math was growing. 

Concerning CT instructions in K–12 settings, two main approaches are used, unplugged and programming activities. 

Huang and Looi (2021) conducted a critical review of the unplugged pedagogies used in K–12. They found that most 

unplugged activities were designed for younger students and non-specialist teachers and they were popular across age 

groups and learner characteristics. They summarized that unplugged pedagogy supports CT development, 
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complements programming to develop CT, integrates with other subjects to develop CT, and facilitates teacher 

learning about CT and CS. 

For teaching coding in K–12, Hsu et al. (2018) found that teachers mostly used visual programming languages in their 

CT instruction. Teachers’ top strategies for CT instruction are project-based learning, problem-based learning, 

cooperative learning, and game-based learning. In contrast, other activities involving aesthetic experience, design-

based learning, and storytelling are rarely adopted. To determine the general effectiveness of using programming for 

developing K–12 students’ CT skills, Sun et al. (2021) conducted a meta-analysis. They found 86 empirical studies 

with 114 effect sizes. According to their results, programming activities could improve K–12 students’ CT skills. They 

also found some instructional design factors that were more conducive to the goal, which were interdisciplinary 

integration of programming, setting the duration to be within one week to one month, having a class size of fewer than 

50 students, and a practical selection of programming instrument and CT assessment types. Because of the popularity 

of Scratch as a programming language in K–12 CT instruction, numerous scholars have conducted research to analyze 

the impact of Scratch on fostering CT. Montiel and Gomez-Zermeño (2021) conducted a systematic review and found 

30 articles. They suggested that Scratch is suitable for teaching CT in K–12 education. Although research investigating 

CT skills in K–12 is prolific, studies investigating how preservice and in-service teachers are prepared for learning 

and teaching CT skills are relatively scarce, underscoring a need to conduct more empirical research on the teacher 

population. 

2.3 Coding and Computational Thinking in Teacher Education 

While the topic of teaching CS in K–12 schools has recently received widespread interest, issues related to teaching 

coding and CT as part of teacher education have existed for over 40 years (Bull et al., 2020; Schmidt-Crawford et al., 

2019). Most notably, the debate in favor of introducing programming to children in K–12 environments stems from 

Seymour Papert and the publication of Mindstorms (Papert, 1980). In his book, Papert argues that by learning 

computer programming children teach the computer how to think, which can serve as a catalyst for children to embark 

on the epistemological journey of thinking about their own thinking. Designed as a tool for learning, Papert and a 

team of researchers at MIT developed the Logo Programming Language (Logo Foundation, 2014). Early versions of 

the Logo allowed people to control a robotic turtle, which Papert (1980) described as a “computational object-to-

think-with” (p. 11). The turtle eventually migrated to the computer screen as a controllable graphic called a “sprite,” 

which could be used to draw shapes, graphics, and patterns. 

In the early 1980s, Logo and other programming languages (e.g., BASIC and Pascal) were starting to find their way 

into the K–12 classrooms. For example, by January 1983, the state of California had established 15 Teacher Education 

and Computing Centers with the goal of providing training to teachers in mathematics and CS (Gray, 1983). A few 

months later, Apple announced their Kids Can’t Wait program, which aimed to place 9,250 Apple IIe computers in 

California elementary and secondary schools (Uston, 1983). Each computer included a copy of the Apple Logo, and 

representatives from Apple dealers were trained to assist teachers in how to use the programming language. 

While Logo had an initial uptake by enthusiastic progressive educators in the US and UK, by the mid-to-late 1980s 

the majority of teachers dreaded the Logo training sessions out of a fear of being embarrassed in front of their 

colleagues, or by being “shown up” by students in the classroom who had more expertise at debugging code (Agalianos 

et al., 2001). Although Logo was initially seen as a promising way to transform curriculum, cognitive and 

metacognitive studies from the mid-1980s found little to no difference between Logo and non-Logo users (Ames, 

2018). Despite these failures in the K–12 setting, researchers at MIT continue to develop new platforms, such as 

LEGO/logo, which allowed people to build programmable machines with LEGO bricks (Resnick & Ocko, 1990). As 

part of the LEGO/logo project, a new version of the Logo was created called Logo Blocks (Logo Foundation, 2014). 

This innovation allowed users to create programs by snapping together jigsaw-like puzzle pieces instead of writing 

text-based lines of code. This block-based coding innovation was incorporated into a new Logo programming 

environment called Scratch, which was officially launched to the public in 2007 (Resnick et al., 2009). 

While the timing of Wing’s 2006 article on CT and the 2007 release of Scratch are not directly correlated, they both 

serve as a catalyst for the reintroduction of CS into teacher education programs. One of the challenges with introducing 
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these concepts into teacher education is addressing misconceptions about what delineates CS, CT, and coding. As 

Yadav et al. (2017a) point out, while CS unplugged activities and block-based programming languages like Scratch 

are an approachable way to introduce preservice and in-service teachers to CT, care must be taken in teacher education 

programs to ensure that CT is not mistakenly equated with programming or instructional technology. Their survey 

study, which examined 134 preservice teachers’ conceptions of CT and classroom implementation, found that 

participants defined CT in terms of problem-solving and logical thinking, and often associated the concept with the 

use of a computer. They recommend that teacher educators should embed CT within educational technology and 

content-specific method courses. By doing so, preservice teachers will have more opportunities to think 

computationally and gain experience with CT as a generic set of skills that do not require a computer. 

While CT does not require a computer, robotics and other physical computing tools have been used to introduce 

preservice and in-service teachers to CT. Jaipal-Jamani and Angeli (2017) studied how 21 preservice teachers learned 

about CT as part of an elementary science methods course. Their study found that throughout the semester-long course, 

preservice teachers’ interest and self-efficacy toward robotics increased and that participants showed gains in CT skills 

such as learning how to write algorithms and debug programs. Additionally, Mason and Rich (2019) performed a 

literature review that synthesized 21 studies on elementary preservice and in-service teachers’ attitudes, self-efficacy, 

or knowledge to teach computing, coding, or computational thinking. As part of their review, six of the studies focused 

on both CT and robotics. They found that although most interventions were relatively short in duration, training and 

professional development led to gains in preservice and in-service teachers’ computing content knowledge and self-

efficacy. 

In addition, Bower et al. (2017) have also shown that in-service K–8 teachers can improve their CT pedagogical 

capabilities through a combination of “unplugged” and block-based coding activities. They conducted a series of CT 

workshops which found that teachers developed their CT understanding, pedagogical capacities, technological 

knowledge, and confidence through these targeted professional learning opportunities. While research has shown that 

teachers can be successful in learning how to code as part of their in-service training, these coding and CT skills do 

not automatically transfer to their teaching practices (Guven & Kozcu Cakir, 2020). Instead, teachers need to be 

introduced to CT within the context of the subject area in which they teach (Yadav et al., 2017c). 

2.4 The Impact of the COVID-19 Pandemic on Teachers’ Professional Learning of CS and CT 

The COVID-19 pandemic has also been posing challenges in providing in-service teachers with needed professional 

learning opportunities on CS and CT. Virtual professional development (PD) programs have become a popular way 

to solve participation problems. For example, Jocius et al. (2021) transformed their summer PD workshops into a 

virtual conference format, including emerging technology tools, pre-PD training, synchronous and asynchronous 

sessions, Snap! Pair programming, live support, and live networking. They found that the digital tools, formats, and 

support for teacher engagement and collaboration were the most effective changes they made that increased 

participants’ self-efficacy in teaching CT, supporting collaboration, enabling participants to design CT-infused 

content-area lessons, and learning about strategies for virtual, hybrid, and face-to-face classroom teaching. Based on 

the overall success, this group of researchers commented that they plan to continue to develop and use virtual PD. 

Similarly, Mouza et al. (2022) decided to utilize a virtual PD institute for K–12 in-service teachers, which includes 

both synchronous and asynchronous sessions. Participants reported higher scores in knowledge and skills after the 

virtual PD program, as well as a higher level of confidence and preparation to teach CS in practice. Both Jocius et al. 

(2021) and Mouza et al. (2022) pointed out the importance of teachers’ collaboration and sharing officially and 

unofficially during virtual PD programs. Jocius et al. (2021) cautioned the researchers to increase the number of 

facilitators, provide more extensive pre-workshop training, and carefully select virtual tools. Comparably, Mouza et 

al. (2022) especially recommend diversifying and broadening teacher participation, providing differentiated 

instruction, increasing hands-on activities, and prioritizing teachers’ engagement. 

To address the need for content-specific integration of CS and CT and broadened participation, the authors of this 

study introduced in-service teachers to CT and coding as part of a graduate-level online course. These teachers 

developed their own content-specific CT lessons and implemented those lessons in their K–12 classrooms, 
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makerspaces, or as part of after-school programs. In particular, this study aims to investigate in-service teachers’ 

perceptions and development of CT skills in this required emerging technologies course as part of an online 

instructional technology graduate program. 

3. Methods 

In this section, the researchers describe the implementation of a case study methodology to study in-service teachers’ 

perceptions and development of CT skills (Yin, 2017). Using a holistic single-case design, the unit of analysis is 

bounded to 29 participants who were enrolled in a graduate emerging technologies course during the Fall of 2021. 

3.1 Research Context and Module Design 

Creating with Emerging Technologies is an asynchronous online graduate-level course that is designed to introduce 

in-service teachers to trends and issues related to instructional technology and design. This course was launched in 

the Fall of 2021 with four class sections that averaged 20 students per section. The course consists of eight modules, 

including (1) Introduction to Constructionism, (2) Computational Thinking, (3) Algorithms in Education, (4) Machine 

Learning and Artificial Intelligence, (5) Learning Spaces (i.e., makerspaces, Fab Labs, and active learning spaces), 

(6) eXtended Reality (i.e., virtual, augmented, and mixed reality), (7) Open Educational Resources (OER), and (8) 

The Creative Classroom. As part of a 15-week course, the first seven modules are designed to take two weeks each, 

with the last module serving as a one-week final reflection. Each module consists of required reading, online videos, 

a written reflection, and either a coding, electronics, or 3D modeling project. During the first week of each module, 

students complete the readings, watch the videos, and post a 300-500 word summary as part of a Google Slide design 

journal. During the second week, students reply to at least two of their peers, and complete a weekly project (e.g., 

creating a digital story in Scratch). The required materials for the course include the SparkFun Inventor’s Kit for 

micro:bit, which includes a micro:bit, breadboard, and various electrical components such as LEDs, resistors, wires, 

potentiometer, servomotor, and switches (see Figure 1). While the course is designed for the micro:bit V2 (which 

includes a built-in speaker, microphone, and capacitive touch), this research study used the micro:bit V1 due to supply 

chain shortages. Kits for the study were purchased with internal grant funds and two of the four class sections were 

picked via a random number generator to participate in the study. 

 

Figure 1. BBC micro:bit with a breadboard, wires, and electronic components. 

As part of the course modules, participants are introduced to block-based coding using Scratch (Scratch, n.d.) and 

Microsoft Makecode for micro:bit (Microsoft Makecode, 2022). Activities with these platforms include creating a 

digital story in Scratch (Module 1), programming two inputs and outputs with the BBC micro:bit (Module 2), 

programming and wiring two inputs on outputs with the breadboard (Module 3), and creating an interactive robotic 
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pet (Module 4). These activities are part of the first four modules in the course and are supported by prerecorded video 

tutorials, plus two weekly synchronous “Hour of Code” sessions for live troubleshooting. Additionally, as part of the 

second module, students are introduced to CT through required readings (Grover & Pea, 2018; Wing, 2006) and 

complete an online quiz based on the BBC Bitesize CT learning modules (BBC Bitesize, n.d.). While CT is the focus 

of the second module, the concepts and terminology are reinforced throughout the entire course. As part of the fifth 

module, participants developed a lesson proposal for a Creative Computing Project, which involved teaching CT and 

a design process (e.g., creative play, design thinking, or engineering design process) in an alternative setting (e.g., a 

non-traditional classroom, makerspace, or after-school program.) Suggested Creative Computing Projects included 

hands-on CS Unplugged activities, digital storytelling in Scratch, or breadboarding with Makecode and the BBC 

micro:bit. After implementing their project, participants wrote a Creative Computing Project final report, which 

documented the design and implementation of their project and was due by the end of the seventh module. The final 

report includes a section on CT, where participants are encouraged to use CT terminology as part of their open-ended 

responses. 

3.2 Participants 

Overall, 29 in-service teachers voluntarily participated in this study. Among them, 24 teachers completed both the pre 

and post-surveys while one teacher only filled out the presurvey. Four teachers did not respond to the survey requests. 

Based on the 25 responses to the demographic questions, six teachers identified as men and 19 as women. Five 

participants were 23-26 years old, two were 27-32 years old, six were 32-40 years old, nine were 40-50 years old, and 

three were more than 50 years old. Fourteen teachers are white, seven are African Americans, three are Asians, and 

one is in the other category. Nine participants had Bachelor’s degrees while 16 had Master’s degrees. The years of 

teaching experience ranged from 2 to 28 years. These participants also taught in a variety of content areas and some 

of them taught in several categories: science (8), all subject areas (6), social studies (6), English Language Arts (4), 

math and science/STEM (3), health and physical education (2), food science and nutrition (1), video production (1), 

and one participant did not report their content area. Seven teachers worked in elementary schools, ten in middle 

schools, six in high schools, and two in the K–12 levels. 

Twenty-four in-service teachers filled out the survey with questions about their competencies in programming 

languages. Three teachers said that they had some background in coding such as a Bachelor’s degree in Computer 

Information Systems, coursework in computing languages, and teaching experiences with coding and robotics in their 

classrooms. However, 21 teachers reported that they did not have any coding background prior to the course. One 

teacher did not answer the questions. Teachers also reported their competencies with various coding languages (see 

Table 1). Overall, in-service teachers did not have extensive experience in programming languages. Furthermore, the 

majority of the teachers never programmed anything. Compared to other programming languages, teachers had 

relatively more experience in using educational coding languages, such as Scratch and OzoBlockly. 

Table 1. In-Service teachers’ self-reported competencies in programming languages (n = 24). 

Programming 

languages 

Never 

programmed in 

this language. 

Minimal 

experience. 

Maybe 

compiled a 

test program. 

Some 

experience. 

Wrote several 

small to 

medium-sized 

programs. 

Substantial 

experience. 

Wrote several 

small to medium-

sized programs. 

Extensive 

experience. 

Wrote many 

programs. 

C++ 21 2 / 1 / 

JAVA 18 4 2 / / 

Visual Basic 22 1 / 1 / 

Python, Perl, or 

other scripting-

21 3 / / / 
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based languages 

JavaScript, HTML, 

ASP, or other web-

based languages 

17 6 1 / / 

Scratch, 

OzoBlockly, or 

another block-

based coding 

5 11 7 / 1 

3.3 Data Collection and Analysis 

The researchers used a validated survey instrument called the CTS scale to collect data on in-service teachers’ 

perceptions of CT skills. The researcher who designed the survey instrument computed Cronbach’s Alpha of the 

overall scale and reported an internal consistency coefficient of .969 (Yağci, 2019). The survey used in the current 

study has ten demographic questions and 42 Likert-scale questions on four variables: (a) problem solving (20 

questions), (b) collaborative learning & critical thinking (8 questions), (c) creativity (9 questions), and (d) algorithmic 

thinking (5 questions). A pre and post-survey design was used. An informed consent form was sent to students in the 

course. Once the participants signed the consent form, a link to the presurvey was sent to them. It took students around 

15 minutes to complete the survey. At the end of the coding instructions, a link to the post-survey was sent to the 

participants and it took them around 15 minutes to finish the post-survey. Cronbach's Alpha ranges from .45 to .89 

(presurvey: .81, .74, .80, .53; post-survey: .89, .62, .79, .45). Cronbach’s Alphas of the first three variables indicate 

they are very reliable, which demonstrates a high level of internal consistency for the scales with this specific sample. 

Cronbach’s Alphas of the last scale, algorithm thinking, show it is a moderately reliable scale with the current sample 

(Hinton et al., 2004). Pair-sample t-tests were used to examine whether there were statistically significant differences 

in teachers’ perceptions of CT. 

A test of CT skills was also used in this study. This test has 12 multiple-choice questions and four open-ended 

questions. Participants took a pretest before learning the modules and afterward, they took the post-test. Paired-sample 

t-tests were conducted to investigate whether there were statistically significant differences in teachers’ pre and post-

test scores. These test scores are a way of measuring teachers’ CT skills, which provides triangulation to the self-

reported data on teachers’ CT perceptions. 

Qualitative data consisted of the participants’ Creative Computing Project final report. This report included eight 

open-ended sections, one of which was devoted to CT. The prompt for the CT section stated, “Using language such 

as abstraction, decomposition, pattern recognition, and algorithms, describe the computational thinking that you 

observed as part of your Creative Computing Project. If you could redesign your lesson, what would you do to 

encourage more computational thinking?” Based on the themes of abstraction, decomposition, pattern recognition, 

algorithms, and debugging the researchers used deductive coding (Miles et al., 2019) to identify whether the CT 

terminology was used correctly, incorrectly, or was absent based on the definitions of the BBC Bitesize CT learning 

modules (BBC Bitesize, n.d.). The researchers calibrated their coding criteria by analyzing two of the participants’ 

CT sections together and then coded the other 27 participants separately. Once coding was complete, the researchers 

initially agreed on the use of 93% of participants’ use of terminology. Based on a Cohen Kappa, interrater reliability 

(IRR) was found to be 0.86, or a “near-perfect agreement” (Cohen, 1960; Ranganathan et al., 2017). The data was 

then reanalyzed to resolve any disagreements until 100% IRR was achieved. 

4. Results 

The researchers analyzed both quantitative and qualitative data to answer the three research questions, focusing on in-

service teachers’ perceptions and development of CT skills. Findings were triangulated using three types of data from 

the self-reported survey, CT pre and post-test, and the CT section of participants’ final written report on their CT 

implementation. In the following section, results are written to answer each research question. 
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4.1. RQ 1: What were in-service teachers’ perceptions about their CT skills before and after taking the graduate 

emerging technologies course? 

In-service teachers’ CT perceptions changed after taking the modules on coding and creative computing (see Table 

2). There was a statistically significant improvement in their perceptions of problem-solving, t(24) = -3.99, p < .001, 

from 80.16 ± 6.81 to 86.44 ± 7.43, an improvement of 6.28 ± 7.88. A statistically significant decrease was found in 

teachers’ perceptions of collaborative learning and critical thinking, t(24) = 1.99, p = .03, from 19.16 ± 5.23 to 17.36 

± 4.12, a decrease of 1.80 ± 4.52. Last, the researchers discovered a statistically significant increase in teachers’ 

perceptions of creativity, t(24) = -2.21, p = .02, from 35.28 ± 4.69 to 36.92 ± 3.82, an increase of 1.64 ± 3.71. Changes 

in problem-solving had a large effect size of .88, while differences in collaborative learning & critical thinking and 

creativity had small effect sizes of .38. Algorithmic thinking had no statistically significant change. 

Table 2. Results from the paired sample t-tests on in-service teachers’ CT perceptions (n=25). 

CT perceptions 

Pre Post Paired sample t-tests 

M SD M SD t p Cohen’s d 

Problem solving 80.16 6.81 86.44 7.43 -3.99       <.001*** .88 

Collaborative 

learning & critical 

thinking 

19.16 5.23 17.36 4.12 1.99            .03* .38 

Creativity 35.28 4.69 36.92 3.82 -2.21            .02* .38 

Algorithmic thinking 19.28 2.19 18.72 2.11 1.22            .12 .26 

Note. * p < .05; ** p < .01; *** p < .001. 

4.2 RQ 2: Was there a difference in in-service teachers’ CT test scores after taking the course? 

In-service teachers took the same test focusing on CT skills before and after the coding and creative computing 

modules. The test has a total of 100 points. Their pre and post-test scores of CT skills had a wide range, with pre-

scores ranging from 28 to 100 and post-scores ranging from 25 to 100. Their pre and post-test scores changed after 

taking the coding and creative computing modules. There was a statistically significant improvement in their CT 

scores, t(23) = -1.74, p < .05, from 65.17 ± 19.04 to 73.04 ± 18.52, an improvement of 7.88 ± 22.18. The effect size 

is .42, a medium effect size. 

The researchers conducted another paired sample t-test to further examine the difference in the test scores of the 12 

multiple-choice questions. There was a statistically significant improvement in their scores on the multiple-choice 

questions, t(23) = -3.57, p < .001, from 36.88 ± 11.96 to 45.63 ± 10.35, an improvement of 8.75 ± 12.00. The effect 

size is .78, a large effect size. Overall, according to the CT test scores, in-service teachers developed their CT skills 

after studying the modules. 

4.3 RQ 3: How frequently and accurately did in-service teachers apply CT terminology in their final reports? 

As described in the Data Analysis section, two researchers coded the qualitative data focusing on the frequency and 

accuracy of the CT concepts, which were collected from participants’ final reports after implementing their course 

projects. Table 3 illustrates a few examples of how in-service teachers wrote about the terminology of CT skills. 
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Table 3. Examples of teachers’ writing on the terminology of CT skills. 

CT 

terminology 

Examples from qualitative data 

Used correctly Used incorrectly 

Abstraction An example of pattern recognition used by the students 

is knowing that an animal classified as a mammal has to 

give live birth, have warm blood, have fur or hair, and 

breathe with lungs. Students used the process of 

abstraction to be able to filter out any unnecessary 

information that is not needed in order to introduce their 

newly discovered animal. 

Abstraction: The students reread the 

ending and we decided to ignore the 

entirety of Chapter 23 which is the 

last chapter of the novel. The 

students had lots of debate about 

whether or not the project should 

start from the moment Jonas leaves 

versus the last chapter. To help the 

students, we watched the last ten 

minutes of “The Giver” movie which 

really appealed to all the students. 

Due to some PG-13 thematic 

elements, I could not show the entire 

movie. 

Algorithms To develop solutions to solving this problem, the 

students will use algorithmic thinking. To gain an 

understanding of this process, I will ask the students to 

make a sandwich. In doing this, we will discuss the 

sequence and order of making a sandwich using 

algorithmic thinking. In using the Scratch program, 

code blocks are called scripts. A script is an ordered list 

of instructions that can also be called an algorithm. The 

character in the program is called a sprite. The stage 

refers to the background of the story or the game. 

Algorithms: Students used the 

tutorials for adding saved images as 

sprites and backdrops in Scratch. 

Decomposition This was followed by having students give verbal 

directions in pairs to accomplish a simple task such as 

writing “hello” with a pen. This introduces students to 

some of the concepts of computational thinking by 

asking students to engage in decomposition and 

breaking the task down into smaller parts. 

When coding using cups as a hands-

on manipulative, scholars were able 

to recognize patterns to create the 

codes and decomposition to solve 

premade codes. 

Pattern 

recognition 

Teacher reviewed patterns in strings of shapes to 

remind students of the concept of patterns. The teacher 

explained to students that pattern recognition can 

make coding easier. The teacher asked students to open 

their Scratch codes to look for patterns. The teacher 

explained to students how to use code to make their 

Sprites repeat actions. Students demonstrated using 

Scratch code the concept of repeating an action in their 

digital storyboard. 

The students will use pattern 

recognition to help with coding the 

movements and speech for each 

background to help make the coding 

more organized and appropriate for 

each scene. 

Debugging To test their thinking, students had opportunities to try 

out the command language created by other groups – 

they worked collaboratively to debug any steps and 

provided feedback to their peers for ways to make the 

process more efficient for other users. 

/ 
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Table 4 shows the numbers and percentages of the terms that were used correctly, incorrectly, or not mentioned at all. 

It is noticeable that most teachers used two CT terms correctly, algorithms and decomposition. However, only 59% 

of teachers used the terms abstraction and pattern recognition correctly. Furthermore, most teachers did not mention 

debugging at all, possibly due to the term being absent from the final report’s question prompt. The finding highlights 

the need to emphasize certain CT terms, specifically abstraction, pattern recognition, and debugging, in future 

iterations. 

Table 4. Usage of the CT terminology in teachers’ final reports (n = 29). 

CT terminology Used correctly Used incorrectly Absent 

n % n % n % 

Abstraction 17 59% 4 14%   8 28% 

Algorithms 25 86% 1   3%   3 10% 

Decomposition 23 79% 3 10%   3 10% 

Pattern recognition 17 59% 3 10%   9 31% 

Debugging  4 14% / 0% 25 86% 

Additionally, the researchers ran multiple Pearson’s correlation tests using the demographic variables and the data 

from the survey, test, and final reports. However, no statistically significant correlation was found. This finding 

revealed that no relationships were found between the demographic variables, survey results, tests, and usage scores. 

Moreover, it means that the self-reported data from the CT perceptions survey did not correlate with the performance-

based data from the CT test and terminology usage scores. 

5. Discussion 

5.1 Impact on In-service Teachers’ CT Perceptions 

The purpose of this study was to investigate in-service teachers’ perceptions and development of CT skills in an online 

graduate emerging technologies course. Data analysis indicated that participants reported that they developed some 

aspects of their CT skills, such as problem-solving and creativity. Moreover, the change in their perceptions of 

problem-solving had a large effect size. These findings demonstrated that the online course had a positive impact on 

teachers’ perceptions of CT skills, especially problem-solving and creativity. These results were also motivating since 

the course modules were designed to focus on creative computing with ample opportunities for problem-solving. 

Similar findings were found in other virtual PD programs (Jocius et al., 2021; Mouza et al., 2022). 

Nevertheless, at the same time, teachers’ perceptions of collaborative learning and critical thinking skills decreased 

after taking the course. One plausible reason might be the lack of peer coding opportunities. The authors recognized 

the benefits of peer coding as evidenced by findings in the field (Campe et al., 2020; Hanks et al., 2011). Even so, 

since this course was an online course, it was challenging to design peer coding activities that allowed multiple in-

service teachers to program the same project due to various reasons such as lack of time and lack of proper Web 2.0 

tools for peer coding. Jocius et al. (2021) used Snap! Pair programming and live support methods in their virtual PD 

program, which might be promising strategies to use. The authors also plan to explore live peer coding tools like 

Glitch.com and Twitch.tv for future iterations. Furthermore, this finding warrants more research on peer coding in 

online courses and the effectiveness of various tools and approaches for peer coding activities in various learning 

modalities. 



International Journal of Computer Science Education in Schools, October 2023, Vol. 6, No. 2, 1ISSN 2513-8359 

 

 

While the effect size is small, there is evidence that these creative computing activities have the potential for fostering 

more creativity in the classroom. All computational projects in the course were designed to be open-ended with 

inclusive pedagogies in mind, to ensure that all participants could be creative in how they express their ideas and 

identities. Creative computing is an emerging branch of computer science that is gaining recognition through the 

integration of coding, interactive art, and making (Blikstein, 2018). This approach is less used in research and practice, 

but deserves more attention for it involves aesthetic experience, design-based learning, and storytelling (Hsu et al., 

2018). The computational tools and devices used in this study are just one feasible way of enabling teachers to engage 

in creative computing while also making connections between CT and their subject areas. The authors recognize that 

there are other creative computing curricula that are publicly available (Creative Computing Lab, n.d.) and encourage 

teachers and teacher educators to explore how CT can be used to foster creativity in the classroom. 

5.2 Impact on In-service Teachers’ Development of CT Skills 

Besides examining in-service teachers’ perceptions of CT skills, the authors also analyzed the pre and post-test scores 

on CT skills. Findings revealed that overall in-service teachers improved their test scores after the modules, which 

demonstrated the development of CT skills. These results infer that the modules are effective in developing in-service 

teachers’ CT skills. Several design factors might contribute to the modules’ effectiveness. First, the course content 

was chunked to build on knowledge from previous modules. In-service teachers used Scratch, a block coding 

programming language, to create their digital storytelling projects first. Once they developed foundational CT and 

coding skills using block-based coding, they wrote codes on the Microsoft Makecode platform to program their BBC 

micro:bit. Last, they transitioned to breadboarding and creating their robotic pet, which was more challenging due to 

the need to troubleshoot both the digital code and the physical electrical components. To summarize, the projects were 

purposefully designed to follow an easy-to-difficult progression in order to achieve maximal improvement 

(Wisniewski et al., 2019). 

Another design feature is the synchronous “Hour of Code” office hours, which were offered twice a week for in-

service teachers to create, discuss code, and hang out with the course instructor. Although these sessions were optional, 

in-service teachers joined the sessions from time to time. Moreover, these sessions were recorded for in-service 

teachers to watch anytime anywhere. This method offered in-service teachers more instructional time and 

opportunities to ask questions, create, and troubleshoot in a synchronous group setting. Providing live support and 

prioritizing teachers’ engagement have been justified as useful strategies for virtual professional learning in the 

literature (Jocius et al., 2021; Mouza et al., 2022). 

A third design feature is the open-ended course projects, which utilized a “low threshold, high ceiling” approach. This 

strategy allows in-service teachers to engage in a variety of projects and provides room for them to consider their 

contexts and subject areas. To facilitate this method, the course instructor curated and created ample course materials 

that matched teachers’ different abilities and learning preferences. Future research should examine the design features 

of such a course, propose instructional models, and design criteria to help teacher educators better design such courses. 

Nonetheless, results from the descriptive data revealed that there was a big gap in the testing scores of these in-service 

teachers. Some teachers earned full marks on the pre and/or post-tests while other teachers scored relatively low for 

both tests. This result is somewhat alarming because it shows that some in-service teachers are not well-equipped with 

enough CT skills and it will be challenging for them to design CT-related curricula. It also indicates that more 

preparation on the knowledge and application of CT is needed. 

Pedagogical approaches that might be helpful to facilitate further preparation or professional development efforts are 

adaptive learning (Hooshyar et al., 2021), personalized learning (Moon et al., 2020), and instructional technology 

coaching (Garvin et al., 2019; Israel et al., 2015). The authors recommend teacher educators pay attention to the gap 

in teachers’ prior knowledge of CT and coding and design preparation and professional development accordingly. 
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5.3 Correlations between Self-reported and Performance-based Data 

Pearson’s Correlation tests revealed no statistically significant correlations between the demographic variables, self-

reported data, and performance-based data. In other words, in-service teachers’ perceptions of their CT skills did not 

correlate with their actual CT skills demonstrated in the performance-based data. Furthermore, there was no correlation 

between the two types of performance-based data, the CT test scores and the CT terminology scores. These findings 

have direct implications for future research, which could explore the correlation between other self-reported data, such 

as CT attitudes and self-efficacy, and various types of performance-based data measuring CT skills and CT 

implementation. In addition, more validated and standardized instruments are needed to measure teachers’ CT 

implementation. 

5.4 Beyond the Four Cornerstones of Computational Thinking 

As demonstrated by the findings of the qualitative data, terminology related to the four cornerstones of computational 

thinking (i.e., abstraction, decomposition, pattern recognition, and algorithms) were used by the majority of 

participants. While these cornerstones were established early in the development of CT frameworks, the concepts 

related to CT skills and practices have expanded to include numerous other concepts such as debugging, selecting 

tools, automation, computational modeling, and data practices (Mills et al., 2021). As teacher educators expand the 

learning of CT in teacher preparation and professional development programs, it is crucial to look beyond the four 

cornerstones to ensure teachers and students receive a solid foundation in the concepts and practices that will prepare 

them for later engagement in CS. For example, professionals in CS engage in an iterative process of testing, debugging, 

and evaluating to ensure their programs function as designed. Similar to learning how to play a musical instrument, 

both CT and CS require practice and repetition in order to improve skills, develop fluency, and accomplish larger 

goals. 

The authors recommend that those developing professional development and courses related to CT should investigate 

frameworks that move beyond the four cornerstones and include a broader range of CT skills and practices (e.g., 

Grover & Pea, 2018; Mills et al., 2021). While the four cornerstones initially serve as a good introduction to short-

term professional development, the concepts associated with CT have widely expanded over the past 15 years. 

Additionally, more emphasis should be placed on developing a conceptual understanding of abstraction, which 

Jeanette Wing (2010) considers to be the most high-level thought process in CT. Teacher educators should provide 

ongoing professional development that seeks to cultivate a deeper understanding of CT and CS concepts with the goal 

of achieving a higher degree of K–12 integration. 

6. Limitations 

Limitations of this study include a relatively small sample size of 29 participants, of which 24 completed both surveys. 

Despite the small sample, researchers were able to produce meaningful results from the data across various statistical 

tests. Another limiting factor includes the use of a self-reported survey instrument to measure in-service teachers’ CT 

perceptions before and after taking the course. All participants were enrolled in an emerging technology course as part 

of an Instructional Technology graduate program. As a result, participants likely identified as advocates for technology 

in the classroom and may have more experience with CT than teachers enrolled in other graduate programs. While 

CT was included as the focus of the second module, the concepts and terminology are reinforced throughout the entire 

course. This includes a CT section in the final written Creative Computing Project report. This study design focused 

on the change in CT perceptions and skills before and after the course, further studies are needed to measure the impact 

of individual modules or topics. Furthermore, this study took place as part of an asynchronous online course, thus 

findings may not be generalizable to synchronous, in-person, or hybrid settings. 

7. Conclusion 

This study found that in-service teachers enrolled in an online asynchronous graduate emerging technologies course 

were able to improve their CT problem-solving and creativity skills through a series of learning modules and activities 

with large effect sizes, which indicates the effectiveness of a virtual course. Despite these gains, participants reported 
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a decrease in their collaborative learning and critical thinking skills, however, with a small effect size. Most teachers 

were able to correctly apply the terms algorithms and decomposition in their final reports. However, only 59% of 

teachers correctly used the term abstraction and pattern recognition, and most teachers did not mention debugging at 

all. 

In general, more needs to be done to help in-service teachers develop their CT skills. As this study has demonstrated, 

it is possible for in-service teachers to develop these skills asynchronously and online with a certain degree of success. 

However, more research is needed to better understand how to facilitate the development of CT collaborative learning 

and critical thinking skills in different teaching and learning formats, such as face-to-face, hybrid, and especially 

virtual. Those teaching CT skills should model and practice the correct use of terminologies, such as abstraction and 

pattern recognition, which were the most frequently misused terms in this study. In addition, greater emphasis should 

be placed on testing and debugging in order to move beyond the four cornerstones of CT. More empirical research is 

needed that addresses how in-service teachers develop and implement their CT skills. In addition, course developers 

should engage in design-based research to help the academic community better understand how teachers can develop 

a deeper understanding of CT, implement CT skills in their subject areas, and cultivate a sustained interest in CS. 
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